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For problems on graphs with 

 

n

 

 vertices, an algo-
rithm of complexity 

 

O

 

(

 

n

 

5

 

)

 

 is designed that transforms a
nonplanar graph into a planar one in a graph). The sum
of the number of vertices and edges in the resulting
graph is at most as large as in the original graph.

Suppose that we are Given a set of jobs 

 

N

 

 = {1,
2, …, 

 

n

 

}

 

 and 

 

K

 

 renewable resources 

 

k

 

 = 1, 2, …, 

 

K

 

, let

 

Q

 

k

 

 units of resource 

 

k

 

 be available at every time 

 

t

 

. The
processing time 

 

p

 

i

 

 

 

∈

 

 

 

�

 

+

 

 is specified for each job 

 

i

 

 = 1,
2, …, 

 

n

 

. While the job 

 

i

 

 is processed, 

 

q

 

ik

 

 

 

≤

 

 

 

Q

 

k

 

 units of
resource 

 

k

 

 = 1, 2, …, 

 

K

 

 are required. After the job is
accomplished, all the available resources volume can
be instantaneously allocated to other jobs.

Precedence constraints are specified between some
pairs of jobs: 

 

i

 

 

 

→

 

 

 

j

 

 means that the job 

 

j

 

 is processed
after the job 

 

i

 

 has been accomplished. The resources are
available starting at the time 

 

t

 

 = 0. The processing of the
jobs cannot be interrupted.

The goal is to determine the start times 

 

S

 

i

 

 (

 

i

 

 = 1,
2, …, 

 

n

 

) for processing the jobs that minimize the time
required for accomplishing the entire project: 

 

C

 

max

 

 =

 

C

 

i

 

}, where 

 

C

 

i

 

 = 

 

S

 

i

 

 + 

 

p

 

i

 

. The following con-

straints must be satisfied:

(i) At each time 

 

t

 

, the total resource required does
not exceed the resource availability for each resource
type.

(ii) The given job precedence constraints are ful-
filled.

(iii) The makespan 

 

C

 

max

 

 = 

 

C

 

j

 

, where 

 

C

 

j

 

 = 

 

S

 

j

 

 + 

 

p

 

j

 

is the completion time of job 

 

j

 

, is minimized.

This problem is called the resource constrained
project scheduling problem (RCPSP). This problem

{
i 1 2 … n, , ,=

max

j 1=
max

n

 

can be reduced to the NP-hard multidimensional knap-
sack problem in polynomial time [2].

The structure of the project is represented by a
directed acyclic graph 

 

G

 

 = (

 

V

 

, 

 

E

 

)

 

, where each vertex
from 

 

V

 

 = {1, 2, …, 

 

n

 

}

 

 corresponds to some job from

 

N

 

 = {1, 2, …, 

 

n

 

}

 

 and the arcs 

 

E

 

 = {(

 

i

 

, 

 

j

 

)

 

| 

 

i

 

, 

 

j
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V

 

; 

 

i

 

 

 

→ 

 

j

 

}

 

correspond to the precedence constraints. Obviously, a
feasible solution exists only if the precedence graph is
acyclic. Such a directed graph is called a network
graph.

PLANARITY OF THE NETWORK GRAPH
FOR RCPSP AND ITS SPECIAL CASES

Two instances of RCPSP are called similar if one
instance is reduced to the other by adding “empty” jobs
(with zero duration) and deleting “redundant” connec-
tions, so that, if there was at least one path between the
vertices 

 

i

 

 and 

 

j

 

, then a path between them still persists.
If there was no path between the vertices, then no path
appears. Obviously, the optimal values of the objective
function for similar instances are equal to each other.

For several resource-constrained project scheduling
problems with precedence relations, we have the fol-
lowing theorem.

 

Theorem 1.

 

 

 

For any instance of RCPSP with n jobs
and 

 

v

 

 relations, there exists an analogous instance with
a flat graph G

 

'

 

 with n

 

'

 

 jobs and 

 

v

 

'

 

 relations, where
n + 

 

v

 

 

 

≥

 

 n

 

'

 

 + 

 

v

 

'

 

.

 

We obtain an analogous instance from the original
one by adding “dummy” jobs and deleting all the
unnecessary relations. The proof of the theorem follows
from Lemmas 1 and 2.

 

Lemma 1.

 

 

 

If there is a subgraph G

 

'

 

 

 

�

 

 G that is iso-
morphic to the special graph K

 

3, 3

 

, then we can trans-
form it into a flat subgraph by adding dummy jobs (with
p

 

j

 

 = 0) and deleting all the unnecessary relations.

 

Lemma 2.

 

 

 

If there is a subgraph G

 

'

 

 

 

�

 

 G that is iso-
morphic to the special graph K

 

5

 

,

 

 2

 

, then we can trans-
form it into a flat subgraph by deleting all the unneces-
sary relations.
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ALGORITHM FOR FINDING A NETWORK 
GRAPH LAYOUT IN A PLANE

When elements are placed on a chip, an important
condition is that the corresponding graph is planar (the
connections between the elements do not intersect).
Moreover, in practice a network graph has to be repre-
sented in a convenient form according to a prescribed
design. In the most popular packages (MS Project, Spi-
der), network graphs are represented inconveniently:
arcs intersect or merge. In this section, we describe an
algorithm for the layout of a planar network graph in a
plane without arc intersection.

A well-known algorithm for the layout of a planar
graph in a plane was presented in [1]. An important dif-
ference between a network graph and a directed graph
is that the vertices of the former are arranged on some
virtual time axis (usually horizontal). A predecessor job
is always located to the left of its successors.

We briefly describe an algorithm for the layout of a
planar graph in a plane and show how it can be trans-
formed for the layout of a planar network graph.

The algorithm γ [1] for the layout of a graph G is a
process in which some laid out subgraph G' of G is con-
secutively supplemented with a new chain such that
both of its ends belong to G'. Thus, this chain divides a
face of G' into two. Any simple cycle of G' is used as an
initial planar graph G'. The process continues until a
planar graph isomorphic to G is constructed or a chain
fails to be added. In the latter case, G is not planar.

We introduce certain definitions. Suppose that a lay-
out of the subgraph G' of G has been constructed. A
segment S with respect to G' (or merely a segment) is a
subgraph of G of one of the following two forms:

(i) an edge e = uv ∈ EG such that e ∉ EG', and u,
v ∈ VG ', where EG is the edge set of G, VG is the ver-
tex set of G, EG' is the edge set of G', and VG' is the ver-
tex set of G';
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Fig. 1. Layout of the network graph in a plane. 
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(ii) a connected component of G–G' supplemented
by all the edges of G incident to the vertices of this
component and to the ends of these edges.

A vertex v of S is called a contact vertex if v ∈ VG'.
An admissible face for S is a face Γ of G' that con-

tains all the contact vertices of S.
Γ(S) is the set of admissible faces for S. A simple

chain of S that joins two different contact vertices and
does not contain any other contact vertices is called an
α-chain.

Two segments S1 and S2 with respect to G' are called
conflicting if

(i) Γ(S1) ∩ Γ(S2) ≠ .
(ii) There exist two α-chains L1 ∈ S1 and L2 ∈ S2 that

cannot be simultaneously laid out without intersections
in any face.

It was shown in [1] that any α-chain in any segment
can be used in the algorithm γ and that chain can be
placed in any admissible face.

Figure 1a displays a network graph with an intersec-
tion of arcs. Figure 1b shows the initial chain (the
graph G') and its faces and segments S1 and S2. The seg-
ments are conflicting.

In the network graph layout algorithm, a face for the
current α-chain is chosen according to the following
rule: a predecessor is to the left of a successor. Accord-
ingly, the face Γ1 was chosen for the layout of the α-chain
corresponding to S2 and the face Γ2 was chosen for the
layout of S1.

A layout of the corresponding graph is presented in
Fig. 1c.

In this layout, successor vertex 1 (see the circled
index) is to the left of predecessor vertex 11, which con-

tradicts the design rules for the network graph. The
resulting layout can be stretched, as shown in Fig. 1d.
The edge (1, 2) then becomes arcwise.

A layout without intersections is frequently better to
transform to admit intersections. To minimize the num-
ber of intersections, it is better to apply such transfor-
mations to a planar layout.

Thus, while scheduling a project, we can construct a
planar network graph. Indeed, the dimension n + e of
the problem does not increase in this case. According to
the Euler theorem, the number of edges in a planar
graph is at most 3n – 6, which can be taken into account
in estimating the complexity of algorithms.

Any nonplanar graph G can be transformed into an
analogous planar graph G' in O(n5) operations. Here,
the sum of the numbers of vertices and edges does not
increase and the path from vertex i to vertex j is pre-
served, with the only difference being that “empty” ver-
tices are possibly added to the path. Moreover, a planar
network graph can be conveniently represented in a
plane, which is useful in practice.
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